Simplified MMC FAT16 – Reading a PC-made file on an MMC with a PIC (Part 1)
I’m working on a project where I would love to work with data that is PC readable and writable on a removable flash memory card using my PIC16F876A, PBP and the MMC cards I have. A major issue that I had to be overcome was that, though there is tons of information about FAT16 on the web, there was little out there that cuts to the chase. When I say cut to the chase, I just want to find a file created on a PC (example: TEST123.TXT), read and write to it, move the card back to the PC and have it read the file. The scope of this “Part 1” is just in reading a file made by the PC.
If you want to do this on a MMC card and you don’t want to spend 10’s of hours researching what it is you have to do, let alone the 10’s of hours making mistakes (miss-assigned an array – that one hurt) , this thread is for you. I don’t address PBP code in this post, but other posts will include some coding and logic steps that can help working with MMC. For now I’ll just address the FAT, since that would be step one in getting to my goals.
Some assumptions have to be made here. If you want to make this happen ‘for real’, you MUST have the hardware for the PIC and the MMC working correctly as well as have mastered addressing the MMC. Then again, if all you what do is learn enough about FAT16 to be dangerous, that’s okay too. Just don’t ask me to design your next project. 

The MMC card is formatted as FAT16. On XP PC’s select “FAT”, not “FAT32” when you format the card. The card size should be between 32M and 2G, else FAT assigns different standards (this would only affects my stated real-world data). The card’s sector size is 512 bytes. Clusters are 4 sectors (2048 Bytes). Partition 1 is used in the example and only 1 partition exists.
After formatting the MMC, only one file is put on the card from the PC. Use a text editor and make a file with whatever in it. I decided to make a file called (saved as) TEST123.TXT and the data in the file is “1234567890”. I did this so the strings would be easy to see when ‘looking for my lost dog’ on the MMC when I first started all this.

Numbers I use in “( )” are the ‘real-world’ data values I found. A record that is more than 1 byte long is shown like 31:32 which means 2 bytes and their locations. Addresses on the drive start with 0 and end in a sector with 511. Sectors are 512 bytes long, i.e. 0:511. All logical sector-starting addresses will have 0x00 (zero) LSB in the 4 byte address – handy to remember.
Okay, I can see you’re anxious to see what I have. Here it is:
Step by step – finding a file on the MMC armed only with the file name that was made with the PC.

Initialize the MMC card using the CMD0 and CMD1 process. (not expanded on here)

Read sector 0 (Master Boot Record – MBR)

Go to record 454.

Read records 454:457 (4 Bytes (Dword), LSB first) 

This is the number of sectors between the start of the MBR (0x00) and the first partition. You have to do the math:  1 sector = 512 bytes. Save a copy of this for the next step.
Read the FAT16 Boot Record (FBR) at the address you just got.

At record 11:12 is a Word that is the Bytes Per Sector (LSB). This should be 512 but could be different on your MMC card. Save this data.

At record 13 is a Byte giving the Sectors Per Cluster. This should be 4 but could be different on your MMC card. Save this data.

At record 14:15 is a Word (LSB first) that gives the number of Reserved Sectors used by the FBR. For now, just store the value.

At record 16, get the Byte that tells you how many copies there are of the FBR. 99% of the time the Byte will be “2”, but don’t bank on it. Save the value.

At record 22:23 get the Sectors Per FAT. Again LSB first. Save it.
Calculate the location of the Table Directory by adding these:

Location of the FBR (32)


FBR size (245) * number of copies (2)  = (490)


Reserved Sectors used by FBR (6)


Table Directory SECTOR is 32 + 490 + 6 = 528

Table Directory ADDRESS is 528 * 512 = 270,336

Go to the Table Directory (TD) file at the above location.

Sidebar:

Records in the TD are organized in 32 or 0:31 ‘blocks’ for each file entry. The file name is the first entry in these 32 byte ‘blocks’. The easiest way to find your file is to scan the TD looking for a string matching for your file name. Something you need to know is the difference in what you named the file is and what you’ll expect to find. All characters are in CAPS (no ‘small’ characters). All file names are saved to the MMC using “padded spaces”. This means that EVERY file name will have 11 characters (8:3). The “dot” in the name is omitted. The file name fills the left side of the value. If you enter “TEST.TXT” on the PC will be saved as “TEST    TXT” (4 spaces between TEST and TXT. These spaces are SPACES (ASCII character number 32) NOT null (ASCII 0) and you should fill expected spaces in your search string with ASCII 32. When searching for the string, make sure it’s a 100% match. Thanks to VFAT which overlays modern FAT16 formats, the first character of your file name may have an unusually large value, like 235. VFAT uses this point to another sector to store LFN (Long File Name) information that we will not concern ourselves with here.
Okay, all that out of the way…

Starting at record 0 and read in bytes looking for your file name. Your file name will be the first 11 bytes of a 32 byte block. It should be within the first sector (there are 16, 32 byte blocks) if this is a clean format drive with only one file on it. On the first failure to match, simply jump to the next ‘block’ (add 32 to the previous read offset; “31” for the second block if the previous block was “0”). Keep repeating this search until you find you complete file name. The record number where your file name starts will be used for finding the offset location within the 32 byte block.

Now that you have found the file name, get the starting CLUSTER (not Sector) location for your file at offset 26:27 as a 2 byte Word (LSB). FAT writes data (files) using clusters, not sectors. Sectors seem to be used for within the FAT and Clusters seem to be used for data areas of the drive. For a clean MMC with only one file this starting Cluster should be 2. Save this data at 26:27

At offset 28:31 is a Word (LSB) that gives the file size in Bytes. Save this for after working with the data file. 
I can’t quite get a grip on this, but the first 2 physical clusters of the data area are not available (clusters 0 and 1). Anyway, a touch of math will get us there. Take the starting Cluster (2) and add 1 to it ((3) result). Take this number and multiply it by 4. This is the offset Cluster to the start of the file from the END of the TD. The TD size is 20 clusters.
Now, a bit of adding will give you the cluster location of the file. Add:

TD Offset (528)

TD Size (20)

Starting Cluster + 1, times 4 (12)

528 + 20 + 12 = 560

560 is the starting SECTOR of my file “TEST123.TXT”

So much for being simple to find it, but this method is the crudest way to find a file using FAT!
Keep track of the file size you’re are working with. When you are finished with the file, re-write file size information in the TD at the location offset you got it at (28:31) so that your PC will ‘see’ the correct size file. If you make the file larger when you work with it and you don’t update this information your PC will not read the extra sized data. This is where you need 512 Byte RAM with your PIC. Up to now, we’ve just moved forward in reads and they did not have to be in a large RAM (whole sectors, that is). But when we write to the MMC, it has to be done in a 512 byte string.

So, without 512 RAM (I’ll be using FN42C64 FAST I2C EEPROM in a few days, but for now it’s a slow standard 24C64) you can read the files ‘till the cows come home. But if you want data to go the other way (PIC > MMC > PC) you’ll have to plan on 512 bytes or more of RAM. That said, you can write sector after sector to the MMC without RAM, just don’t expect your PC to see all of it with a smaller size value in 28:31. A work-around for this is to make you file large enough for you to work with it without over-filling it.
If you’ve read this far, I have a treat for you. Every MMC card I have (2x64M and 4x128M) will start the first file on a CLEAN formatted MMC at sector 560. If you want the fastest, easiest, yet “take your chances” way of reading a file that the PC made, open the MMC for block read (CMD17) after you’ve initialized it and use address location 0,4,96,0 . This is the physical address of byte 286,720 (560 sectors * 512) or hex 46000 (remember I said all logical sector START locations will have “0” for the LSB?) Note that if there are bad sectors on your MMC, there’s a fair chance this address won’t work as the FAT16 would have mapped them out, shifting reference addresses afterwards.
So, the ‘simple’ way to find a file is:

Get location of Partition

Get the FAT reserve, FAT size, FAT copies – calculate location of Table Directory 

Get the your file’s starting cluster – calculate location of your file
Go to the file
Simple, no? [wink]
BTW, in a few days I’ll take delivery of my supper fast FM24C64 I2C EEROM to replace my sooooo slow 24C64. The whole code will be re-written to take advantage of fast local RAM which, in itself will not make the program run faster, but it will reduce the size of the code substantially by reducing TONS of read start/stops loops to move to new read addresses and make it more logical to move to needed addresses. Plus, as it is now, I found (in code) it’s easier to reinitialize the MMC once I’m done reading a sector rather  than to count out the exact number clock cycles needed to get to a valid NCR response. This adds unnecessary delays (all be it small). As it stands now, I’m compiled to 3360 lines of code (but that includes a lot of DEBUG code space). 
With the change to the FM24C64 I hope to stay under 2K code space and maybe pickup a bit of speed. I’ll start publishing a fair bit of the code once the new I2C RAM is in place and new code is working stable. Incase you are wondering, I am not using the SPI port on the PIC, though it is wired up to it incase I have a change oh heart. The code bit-bangs the SPI to make it easier for us simple-minded people (simple as in KISS, not stupid!).
